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Abstract—This paper describes process of designing and 

testing an Internet of Things (IoT) system for continuous 

receiving of the input data. The goal is to design a custom IoT 

system and to test the reliability of the designed system, but 

also to offer solutions for the improvement. Entire process of 

designing of both hardware part of the system and the software 

part of the system is explained and main tool used are 

described. Main characteristics of the designed systems that 

are tested are basic RF characteristics but also transmission of 

data of various waveforms. Implementation and analysis of this 

type of testing data is important, especially because properties 

that are tested are part of the majority of modern IoT systems. 
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I. INTRODUCTION  

Interest in the development of the IoT systems is 
continuously growing. Most of the newer devices and 
systems are already IoT enabled (in terms that they can 
connect to a remote server or to the cloud and exchange 
data), while older systems are being empowered with the 
modules and subsystems that can enable remote data 
monitoring. In 2011. Cisco IBSG predicted that there will be 
more than 50 billion devices connected to the Internet by 
2020 [1]. Significant improvement in hardware Wi-Fi 
modules, especially with the emerging of the companies 
from the East is offering greater possibilities of engaging 
with these types of modules. Low cost and yet high 
performance are making them suitable for many applications 
and for wider research. With the appearance of the ESP8266 
module, produced by Espressif in 2014, many possibilities 
for the application in embedded systems have arisen [2]. 
Further development of the hardware led to the creation of 
ESP32 SoC (System on Chip), which is a device that can 
match performance of the high-speed microcontrollers 
(MCU), and yet fully utilize integrated Wi-Fi module [3]. 

With improved availability of these devices, a lot of 
systems in various industrial areas are designed. This type of 
systems mostly consists of some modules that collects data 
from the environment and transmit that data to the remote 
server or a software platform. In medicine, IoT systems on 
ESP32 found application in vital health signs monitoring [4]. 

Kristiani et al. reported a system consisting of multiple heart 
rate and respiration rate modules. These devices monitor 
basic vital signs and in case of the irregularities user is 
informed through Wi-Fi connected application. Rai proposed 
a smart surveillance system [5]. This system acquires 
continuous video and transmits it using Wi-Fi capabilities of 
ESP32. Dhingra presented an air pollution monitoring 
system [6]. Many gas detecting units are connected to the 
Arduino board that is controlling ESP8266 devices. User can 
monitor activity of the gas detecting units over an Android 
application. Increased interest in this type of systems even 
led to creation of the software platforms (such as ThingSpeak 
or RainDrops). These types of platforms offer possibilities to 
the IoT system designers to pass around software part of the 
programming and to focus on the hardware connections and 
devices. These platforms even support various types of the 
wireless transmission (GSM modules and similar) [7,8]. In 
most of these types of applications, aggregated signals are 
mostly in limited voltage range and in limited frequency 
range. 

Even though that there are reports on the design and 
operation, reports concerning reliability of this type of 
systems are lacking [9]. Investigation on the reliability of the 
software part of the IoT system is given by Meneghello [10]. 
It states that many low-end IoT commercial products do not 
yet support security mechanisms. In the matter of reliability 
of the hardware part and the system in general, Montoya-
Munoz reported an approach based on Fog Computing [11]. 
This approach improves reliability of the data collection 
process focusing on outlier detection. Assessment of the 
reliability of the parts of IoT system is yet to be further 
analyzed. 

II. DESIGN AND EXPERIMENT SETUP 

The goal of the experiment setup is to design an 
appropriate environment for the receiving data, transmission 
of the data and visualization of data. Experimental setup 
consists of two parts, hardware part and software part. 

A. Hardware part 

Two main approaches of using Wi-Fi modules in 
embedded systems are noted [2,3]. First, that is using a 
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controlling, driving microcontroller that controls MCU with 
Wi-Fi module and second, where Wi-Fi powered MCU 
performs as a standalone system. First method is 
characteristic for older generations of Wi-Fi modules where 
MCUs consisting Wi-Fi modules are not able to deliver high 
performance (mostly used for the ESP8266-01 that is 
controlled by more powerful MCU using UART over AT 
commands). Second method became more versatile when the 
development of the chip consisting both Wi-Fi module and 
many serial interfaces came to be. This allowed users to use 
less devices for the system design and therefore to reduce 
energy demand and system cost. However, in the system 
where MCU with higher performance is needed, first method 
is the only method that can deliver appropriate results. For 
this research, only second method is used. Still, other MCU 
(STM32 chip with DAC (Digital to Analog converter) is 
used, but not to control standalone Wi-Fi modules, but to 
generate various waveforms that are used as testing signals 
for the Wi-Fi modules. Wi-Fi MCU accepts these signals and 
transmits them. Block scheme of the experiment is shown in 
Fig. 1. 

 

 

Fig. 1. Block scheme of the experiment environment.  

As shown in the Fig. 1, two different systems are 
analyzed. In the both systems, data waveform is generated 
using STM32 MCU, specifically STM32H755 mounted on a 
Nucleo-H755ZI board [12]. Systems use identical software 
part of the system, while the hardware part is different in 
each. First system is built around ESP12-S chip [13]. This 
module is the improved version of the ESP8266 chip, 
mounted on a LoLin board. Board also contains CH340G 
chip (UART to USB converter) that enables flashing of the 
ESP12-S chip through UART. Second system is built around 
ESP32 WROOM2 chip [14]. This chip is also mounted on a 
board containing an UART to USB converter for chip 
flashing and other components to use with the chip 
peripherals. Detailed comparison of the used chips and 
boards is given in the Table I.  

TABLE I.  SPECIFICATION OF THE USED WI-FI MODULES 

 

 Both of the Wi-Fi chips are programmed using Espruino 
[15]. Espruino is an open-souce JavaScript interpreter for the 
MCUs. While it is generally developed for a variety of 
MCUs, it is mostly used for systems including Wi-Fi 
interfacing. JavaScript encourages event-based 
programming. From the hardware standpoint, it can lead to 
the lower power consumption and better handling of the 
events. Main drawback of Espruino is that initial firmware 
for the chip takes more memory than most of the firmwares, 
so it is not suitable with the chips with the low RAM. 
However, both of the used modules have more than enough 
capacity of the memory, so this limitation is not an issue. 
After ADC processing, data is sent to the web server using 
regular http request.  

B. Software part 

Software part consists of the design of the web 
application for the server as well as client. Application 
backend is designed using JavaScript, specifically node.js 
[16]. In the node.js environment, module Express is used for 
the server setup, and built-in Events module. Module chart.js 
is used for the graphical interpretation of the data. For the 
server deployment Heroku platform is used [17]. This 
platform does not impose limitation to the application related 
to the neither response rate or the size of data being received 
for this project. Designed application is available at: 
http://ebt-app.herokuapp.com/. Interface of the designed 
application is given in the Fig. 2.  

 

Fig. 2. Interface of the designed web application.  

 Main part of the interface is the chart that should be 
showing received waveform. Title of the application and 
conference logo are placed in the header of the interface. 
Every received value along with the receipt time is 
temporarily stored on the server. The data can be exported as 
a CSV file. Also, minimum and maximum received value are 
shown above the chart. Those values are used to confirm the 
amplitude of the received signal.  

C. Experiment flow 

Flow of the experiment is given in the Fig. 3. In each 
system, using I2C communication, both Nucleo board and 
Wi-Fi module are connected to separate OLED displays with 
SSD1306 driver [18]. Display is used to inform user of the 
ongoing actions and to report possible errors. DAC generated 
data is forwarded to the oscilloscope (this is done so that 
waveform properties can be verified) and to the Wi-Fi 
modules (so that data can sent to the Web server).  



 IoT and smart environments 174 

For the experiment, data waveform as in Fig. 4 is 
generated from the STM32 MCU. Waveform is very simple, 
triangular waveform with the frequency of 1 Hz and 
amplitude of 3.3 V. Portion consists of five triangles. Same 
waveform is delivered ten times to the Wi-Fi module with 
the pause of 10 seconds. After that, same portion is delivered 
to the other Wi-Fi module. Waveform generation from the 
STM32 MCU is issued with the push button.  

 

Fig. 3. Scheme of the experimental setup.  

 

Fig. 4. Test data waveform.  

Received data values together with the reception times 
are being saved at the server and can be exported to the CSV 
document from the designed server. Server application 
should recreate signal from the received values and show it 
in the chart. Algorithm of the system is presented in the 
Fig. 5.  

On the start-up, OLED is turned on. After powering, Wi-
Fi module attempts to connect to the Wi-Fi network. While 
attempting, user is notified with messages through display.  
Wi-Fi module attempts connecting until connection is 
established. After connecting, Wi-Fi module is in idle state, 
it sets STM32 MCU to idle state, and is ready to receive 
data.  

 

Fig. 5. Algorithm of the experiment environment.  

User is notified with the message on the display, so the 
data generation process can be started. In 100 ms, STM32   
checks if the push button is pressed. After pressing, data with 
five samples is generated from the DAC and forwarded to 
the Wi-Fi module, where ADC is performed. Data is 
processed, put into array and checked if it is zero. If not, a 
http request for sending processed data is issued, so the data 
is sent to the server. If five consecutive ADC data is zero (no 
signal, meaning that receipt is finished), Wi-Fi module 
returns to idle state until new data is received.  

III. EXPERIMENT RESULTS 

Experiments are conducted multiple times and average 
values from those experiments are plotted in graphs. Form of 
the received data is given in Fig. 6 and Fig. 7. Fig. 6 shows 
data received from ESP12 Wi-Fi module while Fig. 7 
presents data received from the ESP32 Wi-Fi module. In 
both of the graphs, waveform looks similar to the test data 
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waveform, but anomalies are present in both. Several 
conclusions were taken from these results.  

Even though that DAC and ADC are performed 
continuously, data is not being sent continuously (as 
expected). As can be seen from the experiment results, new 
data is given to the server in intervals around 300-350 ms 
(average 330 ms). That fact is a serious limitation of polling 
communication. It is caused by http request duration. 

 

Fig. 6. Received data from the ESP12 chip.  

 

Fig. 7. Received data from the ESP32 chip.  

According to the Nyquist criteria, in this case, the 
waveform to be recreated can have a minimum period of at 
least 600 ms (frequency of 1.67 Hz). Even then, because of 
the quantization error of the ADC and noises, received 
results can differ from the DAC generated data. Still, in the 
very low frequency range, data can be recreated reliably and 
completely. As expected, because of the superior capabilities 
ESP32 performs with greater precision than ESP12 chip. 

Although, duration of the http request process is similar for 
both chips. 

Data bandwidth and the signal waveform is still limited 
with various properties. Data generated with DAC cannot be 
measured fully with the ADC. Then again, even if this 
limitation is overcame using powerful circuits, Wi-Fi 
protocol also set limitation in the bandwidth. Because of that, 
using simple http request method cannot deliver reliable 
results when the high frequency data is to be delivered in real 
time. For this type of application, web sockets or some other 
techniques are needed. 

CONCLUSION 

Process of designing both of the hardware and the 
software part of the IoT system is presented. Data is 
successfully being generated, then received and processed 
with Wi-Fi modules and transferred using Wi-Fi 
communication to the designed web server application. 
Visualization of the data is successful, although efficiency of 
the process highly depends on frequency of the test data. 
Limitations to the process are given by multiple factors with 
http request duration being the greatest one. To improve 
response time, polling techniques must be substituted with 
the more compact resources, such as web sockets or 
improved data buffering.  
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